SpatiaLite — Using SQL Views
advanced features for power users

You'll now continue the tutorial exploring some advanced (and most complex) features.

The sample DB view-demo.sqlite contains two further tables we have ignored in the above steps:

EventTypes: contains a short list of happenings (Rock music concert, Classic music
concert ..)

Events: contains some 100,000+ rows of summer happenings. This one is a quite huge
table, and this will impose some extra attention to be paid in order to maintain efficiency.

The layout for each table is as follows.

EventTypes:

CREATE TABLE EventTypes (
EvtId INTEGER PRIMARY KEY NOT NULL,
EvtType TEXT NOT NULL

)

Evtld is an unique identifier acting as Primary Key for this table
EvtType contains the event's category description

Events:

)

CREATE TABLE Events (

LcId INTEGER NOT NULL,

Year INTEGER NOT NULL,

Month INTEGER NOT NULL,

Day INTEGER NOT NULL,

EvtId INTEGER NOT NULL,

CONSTRAINT pk evt PRIMARY KEY (LcId, Year, Month, Day),

CONSTRAINT fk_evt_lc FOREIGN KEY (LcId)
REFERENCES LocalCouncils (LcId),

CONSTRAINT fk_evt_type FOREIGN KEY (EvtId)
REFERENCES EventTypes (EvtId)

CREATE INDEX idx events date (Year, Month, Day)

CREATE INDEX idx events type (EvtId)

Lcld is the unique identifier referencing the Local Council who is organizing the happening.
Year, Month and Day all together contain the happening's date.
Evtld is the unique identifier referencing the Event Type.

this table has a peculiar Primary Key: this is based on four columns (Lcld, Year, Month and
Day). There is nothing wrong in defining a multi-column Primary Key. This is a plain,
standard SQL feature. [please note: we are arbitraily assuming each Local Council will
host a single happening for each single day]




* afirst Foreign Key references the LocalCouncils table via the Lcld column

* and a second Foreign Key references the EventTypes table via the Evt/d column

* there is nothing wrong in defining more then one Foreign Key for the same table: this too is
a plain, standard SQL feature

* please note: the Lcld appears on both the Primary Key and as a Foreign Key: but this too
isn't at all a wrong operation.

 this one is an huge table: so we've defined a couple of indexes in order to support efficient
queries

None of these tables has a Geometry on its own: but a reference to the LocalCouncils table exists,
so we are allowed to derive some useful GIS layer, simply defining some appropriate Views.

Step #1:

You'll now create a first View resolving the JOIN between the Events and the EventTjypes tables.

Query f View Composer [zl

S0L skatement

SELECT "a"."LoId™ A5 "LoId"™, "a™."Tear”™ AR "Year™, "a"."Month™ A5 "Honth™,
rrarr_era?rr AS "Da?"; Fl MR TA" AS "EVtId"; "b"."EVtT?pE" AS "EVtT‘_ﬂj"pE"

FROM "Ewvents" A5 "a'

JOTH "EventTypezs"™ A5 "h'" USIHG ("EvtId"™)

Main | Filker | Crder | Wiew
fain Table Table #2 Join match #1
|Events 7 | Enable Main Table column Table #2 column
aliss: [ |EventTypes v|  |Evid v| eI |
Alias: |I:| | Jnin match #2
[ ]Enable
Main Table colurn Table #2 colurmn
_ Jnin match #3
Join mode [JEnable
() [Inner] Join Main Table column Table #2 colurnn
) Left [Cuter] Join
[ ik, ] [ Cancel ]

* nothing new in doing this: you simply define a JOIN between the two tables.



Query ! View Composer

SiL skatement

CREATE VIEW "Ewvtiiesw™ 45

SELECT "a"."LoId™ A8 "LoIdf™, "a"."Vear™ A8 "Year™, "a"."Month"™ 45
Tgf Mhgu® RS "hay®, "k, TEvicId® AS "EvcId®, "h"."EviType™ AS

FROM "Ewvents" A5 g

JOIH "EwventTypes"™ A5 "h" USTIHG {"EwcId™)

"HMontch™,
FEvETyper

|Main || Filker || Crder | Wig |

Create Yiew options

Yiew type Geomekry Colurmn

i) Mo Wiew [execute SELECT query]

(%) Create View [ordinary SQL view] Main table geometries
() Create Spatial Yiew [could be used as a GIS Layer] Table #2 geometries
Wig nae

| Evt¥iew |

[ Ok ] [ Cancel ]

* asusual: you'll now create a new View named EvtView




Step #2:

Query / View Composer,

0L skaktement

You'll now create a first GIS layer showing any planned happening for the 2009-08-15 date.

SELECT faf."LoId™ AS
"b rr . "YE&]‘.’ rr AS "YE&]‘.’ rr .I'
flat "EveIdA™ AS "EwcIdT,

FROM "LocalCouncils™ A5 "a™

"Lc Id" .r

o, "Monch™ AS "HMonth™,
o "EvLType™ AS "EvtLType™

JOIH "EvciWiew™ A5 "b" USIHG ("LcId™)

rat . "LoMName™ AS "LoMame™,

"b"- "Da?" AS "Da?";

Main | Fiker | Order | view |

Main Table Table #2 Join rnatch #1
|L|:u:a|C|:|un|:ils w | Enable Main Table column Table #2 colurmn
. |Evtiiew Leid v| . |

Alias: |a |

ROWID flas: |b Join match #2

t:E:-IJjarrF Lcld [ 1Enable

CtIu:I ear Main Table column Table #2 column

LGeom

vk vne

Jain mode

(%) [Inner] Join
) Left [Cuter] Join

Join match #3

[ 1Enable

Main Table column Table #2 column

| ok

] [ Cancel

* once again, there is nothing new in doing this




Query f View Composer

X

SOL skakernent
SELECT "a"."LcId"™ AS "LeId®, "a™."Lolame™ AS "Lollame™,
"h rr . "Year rr AS "Year rr N "h rr . "HDnth" AS "HDnth" N "b rr . fFDa?fF AS fFDa?fF N
', "EvcId™ AS "EvtId", "h',"EvtType™ A "EvtType'
FROM "LocalCouncils™ A8 "a”
JOIH "EvtView™ A4S "hb'"™ USIHG {"LoId™)
WHERE "hL'"."Tear™ = 2009 AHND "h',"Month™ = &
AND "b"."Day" = 15
Main | Filter | Order || Yig |
Filter #1 Filter #2 Filker #3
Enable Enable Enable
) Main table colurns ) Main table columns {3 Main table columns
{(¥) Table #2 columns (¥} Table #2 columns (%) Table #2 columns
Zolumn to be filtered Zolumn to be Filkered Zolumn to be Filkered
%) aMD (%) aND
|"|"ear W | |I"-'1|:|nth W | |Da~;.-' W |
IoR o
Comparison operator Caomparison operator Comparison operator
|= {equal ta} w | |= {equal to} w | |= Jequal ok W |
Walue Walue Walue
| 2008 | E | 15 |
[ Ok, ] [ Cancel ]

* and finally you'll perform a new task never explained before
* you'll set a filter clause in order to extract only the happenings for the 2009-08-15 date




Query f View Composer

SOL skakernent

CREATE VIEW "EvtiZ0OO0%hugls™ AS
SELECT "a'". "ROWID™ AS "ROWID™, "a."LoId™ AS "LeId™,
faf', "Lelame™ AS "Lelame™, "a™., "LoGeom™ AS "LoGeom™,
"ot "Year"™ AS "Year™, "b".,"Month" AS "Month™, "h"."Day" AS "Day",
"o, "EvcId™® AS "EvtcId", "h"."EviLType™ AS "EvtLType"
FROM "LocalCouncils™ A8 "a”
JOIH "EvcWiew"™ AS "hb" USIHG ("LoId™)
WHERE "L, "Year" = 2009 AHD "b',"Month"™ = &
AHD "b'","Day" = 15

Main | Filker | Order | Wiew |

Create Yiew options
Wien bype izeametry Column
) Mo View [execute SELECT query]
() Create View [ordinary SQL wiew] (%) Main table geometries
(%) Create Spatial View [could be used as a GIS Layer] (O Table #2 geometries
Wiew name | LeGenm =
| Evt20094ug15 |

[ Ok, ] [ Cancel ]

X

* now you'll create a Spatial View named Evt2009Aug15
* this one contains the LocalCouncils Geometry column, so you can directly use it as a GIS
layer
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» all right: here is the happening's map [2009-09-15] shown by spatialite-gis.

Please note: you are forced to show the Counties layer anyway, in order to get a decent map.
Otherwise the map will be shown very badly [try by yourself: make the Counties layer to be
invisible, and you'll immediately understand what I'm meaning).

This is easily explained: we used a simple JOIN op, so only the Local Councils actually
performing some happening on 2009-08-15 will be included into the result set.

Any other Local Council [i.e., the many ones not performing any happening on 2009-08-15 will be
simply ignored into the result set.

You can circumvent this issue quite easily: you have simply to use a LEFT JOIN op in order to
include any silent Local Council into the result set as well.

And this requires some extra-care, because the SQLite query engine doesn't handles LEFT JOIN
sas fast as you can hope, expecially when huge Geometries are involved.

You risk to get a sluggish query anyway, if you don't plan very carefully your own queries and/or
views.




Step #3:

You'll now create a second GIS layer showing any planned happening for the 2009-08-15 date, but
this time you'll use a LEFT JOIN in order to include the silent Local Councils into the result set as
well.

You cannot follow a straight way to get a LEFT JOIN Spatial View.

Query I View Composer,

X

SiL skatement

SELECT "LcId"™ AS "LelId”, "Vear" AS "Vear™, "Month” AS "Month",
"Day" AS "Day", "EvtId" AS "EvtId", "EvtType" AS "EvtType"
FROM "EvtVieu"

Main | Fiker | Crder | Wiew |
Main Tahle Table #2 Jnin makch #1
|E'-.-'|:'-.-'iE.-W T | [ ]Enable rain Table column Table #2 column
Alias: |E| |
Alias: | Jnin match #2
Enable
Main Table colurmn Table #2 colurnn
Join match #3
Join mode Enable
[Inmer] Join Main Table colurmn Tahle #2 column
Left [Cuter] Jain
[ ik, ] [ Cancel ]

* you'll first define an intermediate View, whose role is simply the one to filter events by date
* soyou'll simply select any relevant column from the EvtView view
* please note: you are not required at all to always use two tables when defining a View



Query / View Composer, E

SL skatement
SELECT "LcId™ AS "LcId", "Year™ AS "Year™, "Month™ AS "Montch"™,
"Day" AS "Day", "EvcId"™ AS "EvcId", "EvcType"™ AS "EvtType™
FROM "EvtWiew™
WHERE "YVear™ = 2009 AHD "Month™ = &
AHD "Dav™ = 15

Main | Filter |Oru:|er || Yiew |

Filker #1 Filker #2 Filber #3
Enable Enable Enable
Main kable calumns Main table calumns Main table calumns
Table #2 columns Table #2 columns Table #2 columns
Colurmn ko be Filkered Colurnn ko be Filkered Colurnn ko be filkered
(%) AMD (%) AND
| Year W | Oor | Monkh W | Oor | Day W |
Comparison operator Zomparison operator Caomparison operator
|= Jequal ok W | |= {equal tok w | |= {equal to} W |
Walue Walue Walue
| 2009 | E | 15 |

[ Ok ] [ Cancel ]

» then you'll apply the appropriate filter clause in order to get only the 2009-08-15 happenings
» after this, you can create the Evt2009Augl5 2 view



Query / View Composer

SOL skakernent

CREATE VIEW "EvtZ0O05iugl> left™ AR

"h rr . "Year rr AS "Year rr N

FROM "LocalCouncils"™ AS "a™
LEFT JOIN "EvtiOO5AuglS 27 AR "h"™ USIHG ("LcId™)

SELECT "a'"."ROWID™ AS "ROWID"™, "a"."LoId"™ AS "LeId™,
far, "Lelame™ AS "Lelame™, "a™."LoGeom™ AS "LoGeom®™,

"h ". "HDnth" AS "HI:IIlt.h", "h ".

"ot "EvcIdA™ AS "EvtId'", "h"."EviLType"™ AS "EvrLType"

"Da-?-" AS "Da-?-";

Main |Filter || Order || Wig |

Jnin matkch #2
[ ]Enable

Main Tahle colurn

Join match #3

Jain mode

[ ]Enable
) [Inner] Join flain Table colurmn
() Left [Outer] Join

Main Table Table #2 Join match #1
|L|:u:aIC|:|L|n|:ils T | Enable tain Table column Table #2 column
L LcId || Lcld
Al 5 | |Evt20096ug15_2 Rl il
Alias: ||:| |

Table #2 colurn

Table #2 column

[ ok ][ Cancel ]

* and finally you can create your LEFT JOINED Spatial View
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* all right, this time you LEFT JOINed Spatial View correctly depicts any Local Council

Caveat: using such an indirect approach you can get a (quite slow) but still effettive and usable
layer.

Trying to adopt the direct approach (i.e., directly performing a LEFT JOIN and the date filtering
all togetether in a single step) will produce an untolerably sluggish layer.

I mean, one you cannot use for any practical purpose.




Step #4:

You'll now create a third GIS layer showing any planned happening of the 'Lyric Opera' type in
August 2009: in order to make things a little bit more complex, you are required to aggregate the
events by County.

In other worlds, you are required to show how many lyric operas have been played in each County
during the whole August month.

CREATE VIEW Evt2009Aug OperasByCounty AS
SELECT a.CntyId AS CntylId, a.CntyName AS CntyName,
a.PlateCode AS PlateCode, b.Year AS Year, b.Month AS Month,
Count (*) AS TotOpera
FROM Counties AS a, EvtView AS b, LocalCouncils AS c
WHERE c.CntyId = a.CntyId AND b.LcId = c.LcId
AND b.Year = 2009 AND b.Month = 8 AND b.EvtType = 'Lyric opera'
GROUP BY a.CntyId

* yes, there is nothing wrong in this. Don't be lazy: you can create complex queries writing
them completely by hand.

* don't fall victim of a nasty GUI-tools addiction: GUI tools are easiest and more comfortable
to use, but using your own brain (from time to time) may well be a good exercise as well.

Query / Yiew Composer f'5_<|

S0l skatement

SELECT "hb"."CntyId™ A5 "CntyIdf, "hb". "ChntyMName™ AS "CntylMamme™,
ot "PlateCode™ AS "PlateCode™, "h", "Vegqr™ AS "Year™,
o, "Month™ AS "Month®™, "hb". "TocOpera®™ AS "TotOpera™

FROM "Counties™ A5 "a®

JOIHN "Evti00%hug CperssByCounty™ AS "b" USTIHG ("CntyId™)

Main | Fiter | Order | Wiew
Main Table Table #2 Join makch #1
|C|:|unties = | Enable Main Table column Table #Z2 column
Al [ | Evte0096ug_Operas | | Cntyld v |-
ROWID Alizs: |b [T
CntyId
CnkyMarne D Eljable
Platerode Main Table colurmn Table #2 colurnn
Reqld
CnkyGean
Join match #3
[ ]Enable
(%3 [Inner] Join Main Table column Table #2 colurmn
{1 Lefr [Duter] Join
[ ik, ] [ Cancel ]

* and now you can revert to the sybaritic luxury offered by the GUI Query/Viewer Composer
tool ...



Query ! View Composer

Sl skatement

]

CREATE VWIEW "EvrCZIOO0Shugiiisw™ A5

Ut o "Month"™ &S "Month™, "hb"."TotOpera™ AS
FROM "Counties™ AF "a™

SELECT "a'."ROWID™ A% "ROWID™, "a"."Cntyseom'™ AS "Cntyseom'™,
o', rCneyIdT AS "CntyId™, "h"."Cntylame™ AS "Cntylame™,
"h'"."FPlateCode™ A% "FPlateCode™, "hb".,"YTear"™ A5 "Year'",

"TotOpera'™

JOIN "Evtz009huy OperasByCounty” AS "b" USIHG {"CntyId™)

‘Main | Fiker | Order | Wiew |

Create Yiew opkions
View bwpe
) Mo View [execute SELECT query]
() Create View [ordinary SQL view]

Geometry Column

{*) Main table geometries

(%) Create Spatial View [could be used as a GIS Layer] (O Table #2 geometries
Yig narne | Crby(Geam &
| Evt200380giew |

[ ok, ] [ Cancel

]

* finally creating a Spatial View you can then use as a GIS layer
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here we are: you've just performed a quite complex analysis in a very few steps
and after all, it wasn't as difficult as you thought at first sight

Performance hints

The SQL data engine [query optimizer] implemented by SQLite seems to have some very specific
hidiosyncrasies. Keep them always in mind, before planning your queries and/or views:

complex View chains [i.e. defining a View based on a second View, and so on] are
supported in a very efficient and brilliant way: at least, as long as you take care of defining
any relevant index useful to quickly resolve the required JOIN conditions.

but such complex View chains perform in a very poor (sluggish) way, if any Geometry
column is involved. This issue may be less noticeable in the case of POINT Geometries,
but it becomes a major issue in the case of (possibly huge) POLYGONs or LINESTRINGs
Geometries.

performance is noticeably slower when using LEFT JOINS.

All right, folks ... that all for tonight

I hope you've enjoined and found useful all this




